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**1) Aim**

To implement the Rail Fence Cipher.

**Description:**

The Rail Fence Cipher, also known as the Zigzag Cipher, is a simple transposition cipher that was historically used for basic message encryption. The fundamental concept behind this encryption method involves writing the plaintext message in a zigzag pattern along a set number of "rails" or rows. Each rail represents a row in the pattern. Once the message is written out in this zigzag fashion, it's read from left to right, row by row, to create the ciphertext. This rearrangement of characters makes it an example of a classical columnar transposition cipher.

To decrypt a message encrypted using the Rail Fence Cipher, the recipient needs to know the number of rails or rows used for encryption. Then, the recipient reconstructs the zigzag pattern and reads the characters following the same zigzag path to reveal the original plaintext.

The Rail Fence Cipher is relatively easy to understand and implement, making it a valuable educational tool for introducing basic encryption concepts. However, it's considered a weak encryption method and is not suitable for secure communication in modern contexts due to its susceptibility to decryption through various cryptanalysis techniques. More robust and complex encryption algorithms have since replaced it in practical cryptography.

**Algorithm:**

**Step 1:** Input: Prompt the user to enter a string s to be encrypted and an integer k representing the key for the Rail Fence Cipher.

**Step 2**: Initialize a 2D list enc with dimensions k rows and len(s) columns, filled with empty spaces.

**Step 3:** Initialize a flag flag to 0, and a variable row to 0. These will be used to control the zigzag pattern.

**Step 4:** Loop through the characters of the input string s:

a. Place the current character of s in the enc array at the current row and column.

b. Update the row and flag to control the zigzag pattern. If row is 0, set flag to 0; if row is k-1, set flag to 1.

c. If flag is 0, increment row by 1; if flag is 1, decrement row by 1.

**Step 5:** Print the Rail Fence Cipher matrix enc row by row.

**Step 6:** Initialize an empty list ct to store the cipher text.

**Step 7:** Loop through the rows of the enc array and the columns of the input string s:

a. If the character in the enc array is not an empty space, append it to the ct list.

**Step 8:** Join the characters in the ct list to form the cipher text.

**Step 9:** Print the resulting cipher text.

**Program:**

s = input("Enter the String: ")

k = int(input("Enter the key: "))

enc = [[" " for i in range(len(s))] for j in range(k)]

flag = 0

row = 0

for i in range(len(s)):

enc[row][i] = s[i]

if row == 0:

flag = 0

elif row == k-1:

flag = 1

if flag == 0:

row += 1

else:

row -= 1

for i in range(k):

print(" ".join(enc[i]))

ct = []

for i in range(k):

for j in range(len(s)):

if enc[i][j] != ' ':

ct.append(enc[i][j])

print("".join(ct))

**Output Screenshot:**

![](data:image/png;base64,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)

**2) Aim:**

To implement a Column Transposition Cipher.

**Description:**

In cryptography, a transposition cipher (also known as a permutation cipher) is a method of encryption which scrambles the positions of characters (transposition) without changing the characters themselves. Transposition ciphers reorder units of plaintext (typically characters or groups of characters) according to a regular system to produce a ciphertext which is a permutation of the plaintext. They differ from substitution ciphers, which do not change the position of units of plaintext but instead change the units themselves. Despite the difference between transposition and substitution operations, they are often combined, as in historical ciphers like the ADFGVX cipher or complex high-quality encryption methods like the modern Advanced Encryption Standard (AES).

**Algorithm:**

**Step 1:** Input: Prompt the user to enter a message and a key for encryption.

**Step 2:** Initialize an empty string called cipher to store the encrypted message.

**Step 3:** Calculate the length of the message and store it in the variable msg\_len.

**Step 4:** Convert the message string into a list called msg\_lst.

**Step 5:** Sort the characters of the key and store them in a list called key\_lst.

**Step 6:** Determine the number of columns needed for the transposition by taking the length of the key.

**Step 7:** Calculate the number of rows required for the transposition as the ceiling value of the division of the message length by the number of columns.

**Step 8:** Calculate the number of empty spaces needed to fill the last row of the transposition matrix. This is done by subtracting the message length from the product of the number of rows and columns. Extend the msg\_lst by appending underscores (\_) to fill these empty spaces.

**Step 9:** Create a matrix (2D list) called matrix by splitting the extended msg\_lst into rows, with each row having a length equal to the number of columns.

**Step 10:** Initialize a variable key\_index to 0.

**Step 11:** For each column in the transposition matrix, do the following:

a. Find the index of the character from the sorted key list in the original key list, and store it in current\_index.

b. Append the characters from the transposition matrix at the current\_index column to the cipher string.

c. Increment key\_index to move on to the next character in the key.

**Step 12:** Return the cipher as the encrypted message.

**Step 13:** Print the "Encrypted Message" followed by the value of the cipher.

**Program:**

import math

def encryptMessage(message):

cipher = ""

key\_index = 0

msg\_len = float(len(message))

msg\_lst = list(message)

key\_lst = sorted(list(key))

column = len(key)

row = int(math.ceil(msg\_len / column))

fill\_null = int((row \* column) - msg\_len)

msg\_lst.extend('\_' \* fill\_null)

matrix = [msg\_lst[i: i + column] for i in range(0, len(msg\_lst), column)]

for \_ in range(column):

current\_index = key.index(key\_lst[key\_index])

cipher += ''.join([row[current\_index]

for row in matrix])

key\_index += 1

return cipher

message = input("Enter the message: ")

key=input("Enter the key: ")

cipher = encryptMessage(message)

print("Encrypted Message: {}". format(cipher))
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**Result**

Thus, the experiment to Implement Rail Fence Cipher and Column Transposition Cipher is carried out successfully and obtained the required output.